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Abstract

This research interviewed eight innovative New Zealand software companies to find out how they manage new product development. It looked at how management used standard techniques of software development to manage product uncertainty through the theoretical lens of the Cyclic Innovation Model. The study found that while there is considerable variation, the management of innovation was largely determined by the level of complexity. Organizations with complex innovative software products had a more iterative software development style, more flexible internal processes and swifter decision-making. Organizations with less complexity in their products tended to use more formal structured approaches. Overall complexity could be inferred with reference to four key factors within the development environment.

1. Introduction

Government and policy makers are interested in how to encourage more innovation, especially in IT. Innovation is seen as a key component of the future wealth and prosperity of New Zealand (Callaghan, 2009).

New Zealand rates well in innovation internationally (INSEAD, 2012). It scores highly in terms of its institutions (the regulatory and political environment in particular); creative outputs (e.g. recreation and culture consumption); market sophistication (e.g. ease of getting credit and of protecting of investors); human capital and research (e.g. investment in primary and secondary education).

It not surprising therefore that software is becoming an important factor in New Zealand’s economic output, for example Orion Health, Zero, Wildfire Interactive, Silverstripe, Litmos and many other NZ companies have contributed to a renaissance in overseas computer based earnings. NZ companies working in IT services and support and software development recorded a revenue growth of 13% in the financial year 2010-2011, a considerable growth in revenue compared to the whole high tech sector (Shanahan, 2011).

2. Models of Innovation
The literature shows that there is no consensus on how innovation in general takes place and gets managed (Sundbo et al., 2006). Neither is there much agreement even on its foundations, although there have been attempts at synthesis by a variety of disciplines (Loch & Kavadias, 2007; Pikkarainen et al., 2011; Smith, 2007).

Linear models break the innovation process into a pathway, a series of steps from idea generation through concept and development, to testing and commercialisation (e.g. Barczak, Sultan, & Hultink, 2007; Cooper, 2008; Sandberg, 2008). Linear models of innovation have dominated for many decades (Sandberg, 2008). Often there is an implied stage model: when one activity ends, another begins. Berkhout, Hartmann and Trott (2010) group linear models of innovation into two variations: technology-driven models and customer-needs-driven models. Both variations share the weakness of focusing on the initial driver, the starting point for the innovation, rather than treating the whole process as a dynamic system.

The advantage of linear models of innovation is that they break the process down into steps, and provide a useful way of thinking about how to develop new products, even if it is oversimplified. Linear models are less about actual practice and more about providing a formalised guideline to enable managers to find some way to control an unruly process. Linear models of innovation have strongly influenced thinking about software development methods. Having a model, even a bad one, creates a sense of order in a complex and sometimes chaotic process (Smith, 2007).

Another model comes from knowledge management theory. Nonaka and Kenney (1991) state that innovation is about managing information flows on the way to creating an actual product. The process is not one of logical deduction, or sequential steps. The manager's role is similar to that of a knowledge manager: facilitating the flow of information - tacit, intuitive and explicit - by removing constraints inside and outside the organisation. Thus, innovation can start from many places and can have many drivers. It does not follow a linear path and managing it always involves a series of interconnected activities.

This idea of interconnected activities led to another model by Ven, Polley, Garud, and Venkataraman (1999). They theorized that the innovation process takes place along six dimensions simultaneously. These are: theories of change; organisational learning; leadership; new business start-ups; and relationships both inside and outside the organisation. Innovation management thus is presented as a broad group of activities set in nonlinear dynamic patterns. These activities are constrained and enabled by various factors inside and outside organisations.

This in turn led to the Cyclic Innovation Model (Berkhout, Hartmann, & Trott, 2011). This claims to provide a description of how complexity in innovation is determined. The determining factors are: the interaction of markets; customers; products ; and science. It argues that innovation is not a linear, sequential process. CIM emphasises the complex interactions of innovation. The model links product creation, market transitions, scientific exploration and technological research in specific ways (see Figure 1).
These represent the four poles of industry (the supply), markets (the demand), basic science and technology research which interact in different ways. For instance, markets and industry together create customer value; science and technology together create technical capabilities; technology and industry create technical functions; and so on. Together science and markets create what the authors call social insights (and, it is implied, social change).

3. Development Methodologies

These models of innovation have influenced how software is developed. The classic example of the application of linear models to software development is the waterfall method, the traditional way software has been managed since the 1970s (Larman, 2004). The waterfall method of software development puts great emphasis on prior specifications and is a documentation driven process. It is sequential with distinct phases of development. Moving to the next phase is only allowed after the previous phase is complete, documented and signed off. Estimates are calculated early in the process and development is seen as managing set processes so as to execute a design that is more or less complete from the beginning.

The opposite approach recognises the dynamics of software as a product and managing the many conflicting factors by tightly defining tiny functions and joining them together. Agile is an umbrella term for a modern development methodology which combines a number of iterative and incremental software development methods so that work is broken into cycles (iterations) and small deliverables are created quickly. The software develops organically by coupling together tested modules that constantly extend the functionality towards what the client or market wants.

While these methods have been presented as deeply contrasting, in reality there are many variations on them. Waterfall and agile are sometimes combined, for instance, where iterations take place within phases of a waterfall project. Further, McConnell (2004) argues that "an iterative approach that ignores prerequisites can end up costing significantly more than a sequential project that pays close attention to prerequisites" (p. 34).

The models of innovation which apply to manufactured products do not easily fit software products. Innovation with software is different (Pikkarainen et al. 2011). Unlike manufactured physical goods, software can be endlessly changed; it can be delivered in small chunks and to some types of users first; there are almost endless ways of achieving functional goals; Software is intangible. It cannot be held in the
hand and tried out. It must be experienced and played with to understand it; Barriers to entry in the software market are relatively low; Consumers are often involved in the design and testing of the product. Software development companies can take advantage of these different classes of users: consult power users, co-opt community champions, and use beta releases to test their designs; Individual programmers can have a disproportionate impact on productivity. The productivity of expert software engineers can be up to 10x greater than merely 'good' engineers (McConnell, 2011).

Because of this, modern software development methods usually take an iterative approach based on some form of Agile methodology. However, it is hypothesised that the particular demands of trying to produce products which are ill defined to start with, and which depend on technologies that still evolving, and aimed at markets that are embryonic, might require a different approach.

Most research into innovation management focuses on large companies and originates in the United States (Doddson, Gann, & Salter, 2008) or Europe (Curzio & Fortis, 2005). These situations are quite different from the typical NZ software company, and there are concerns about whether that research can be applied here (Pikkarainen et al., 2011; Sundbo, Gallina, Serin, & Davis, 2006). Development of software products needs specialized management, but little research has been published on how companies actually manage at the leading edge of software innovation. This research therefore aimed to determine how development is managed in much smaller companies in NZ.

This study therefore researched leading New Zealand software companies to establish which model or models they use to cope with these conflicting characteristics. Eight high tech companies whose primary revenues are from commercialised software products were invited to participate. All interviewees were senior product development managers, heads of development, Chief Technology Officers, or company founders close to the development process.

4. The Empirical Research

Complexity has multiple aspects (Brown, 2011): a complex task requires a long time span; will require many decisions along the way; involves multiple factors and unknown contingencies; may take years to become clear. Creating a complex piece of software, perhaps one which will need to be patented, will take time to plan, develop and make the 'thousands of decisions' needed (Pikkarainen et al., 2011, p. 108). Less complex tasks are shorter, require fewer decisions and hence are less ambiguous. They are less challenging.

Accordingly, each company was rated in terms of its current level of complexity for the four CIM poles product creation, market transitions, scientific exploration and technological research. Ratings of low, medium and high complexity were given and then these were used to seek correlations with each organization's observed management style. Using this framework the research succeeded in providing a way of classifying the management style of each organization.

Four broad factors associated with complexity determined how the organization managed its developments: the nature of the customer, how workflow was controlled, how teams were set up, and how the build process was treated. All but one used iterative software development methods but there were many variations. All participants except one described having to adjust their software development methods to the particular challenges of developing an emerging product.

High complexity organizations were more likely to favour an iterative NPD method. They did not create upfront specifications but allowed the functionality of the new product to emerge from multiple iterations. They involved the customers at every stage. Workflow practices included: being able to chunk the project into manageable complexity, using prototyping, partial builds, upfront design dummies, experimentation and learning from small and early failures. It was clear in high complexity organizations that agile was the preferred software development method due its ability to handle rapid changes in specifications and technologies. Team management was crucial in all eight organizations but some had developers in
different cities or even different countries so teams had to be actively managed and controlled. Working in the same physical space was thought to bring benefits which are so important that it warranted one organization flying in a remote team member on a regular basis. The usual development team size was four to seven people. These teams either had a lead developer or operated as a self-managing team. Teams were also given a great deal of freedom. Developers often were given time to work on projects of their own choice. These experimentation days, such as are well established at Google, were put in place with the intention of boosting creativity and keeping developers interested. 'Every second week you have half a day where you can just down tools and work on anything you like'.

As ways of managing the build, developers usually enjoyed a high degree of autonomy and were expected to work towards set goals without much supervision. They had varying degrees of authority to make changes depending on the management style of the particular organisation. Balancing this autonomy with the organization's development plan needed a constant flow of communication and feedback between the teams and all participants. Examples were given of daily stand-up meetings, internal forums, water cooler chats and accessible office spaces.

Medium Complexity organizations used more formal methodologies. Two participants used a formal stage gated software development method. This was appropriate to their innovation complexity because in their cases it was very clear what their new products needed to do. The challenge for them was in ensuring that the software would do this reliably. Their complexity lay in one specific area: the science. Converting new knowledge into tangible functions and applying that knowledge was the basis of their success. One drawback to this more formal process driven model was that fast prototyping development was not possible and the organizations were aware of this. The one company which adopted a structured methodology for their software development method had to follow that methodology because it was specified as a condition of their customer's regulating agency.

5. Conclusion

This study found that while there is considerable variation, the management of innovation was largely determined and predicted by the level of complexity. The findings complied with the theory of the CIM model and showed that complexity could be analysed even in situations where the final design of the product was not known to either the developers or the customers, and the way to achieve it was unclear. Organizations with complex innovation challenges will have more iterative software development, more flexible internal processes and swifter decision-making styles. Companies with less complexity in innovation will tend to have more formal structured approaches; fewer reviews of process and less product experimentation.
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