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ABSTRACT

Teaching introductory programming to entry-level undergraduate computing students can be an extremely challenging task, as many first year students have little or no experience of computer programming before commencing their degree course. The challenge is developing the required analytical and problem solving skills in order to learn to program. This can prove to be a very difficult task for first year undergraduates, and it is especially difficult when programming alone. Pair Programming is an Agile software development technique where two programmers work collaboratively on a single computer on the same program or code. Industry’s Pair Programming methodology has been adopted in academic settings as a form of collaborative learning. Pair programming has been widely implemented in education because of the benefits it brings to entry-level students at university. The objective of this study was to explore students’ perceptions of the impact of Pair Programming and the influence of Pair Programming on students’ learning experience. The results showed that the majority (78%) of students enjoyed the Pair Programming experience and 77% gained knowledge when pairing.
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1. INTRODUCTION

Pair Programming (PP) is an approach used to assist first year programming students to overcome a perception that programming is difficult (Smith & Delugach, 2010). Anecdotal evidence suggests that first year programming students found the challenge difficult, leading these students to potentially disengage from the course. PP practice used in industry as an agile development method has been widely implemented in education because of the benefits it brings to entry-level students in tertiary education. PP is the term used to describe the process by which two programmers work side by side, on the same programming task. Typically the two roles in pair programming are a ‘driver’, who actively types at the computer or records a design and a ‘navigator’, who watches the work of the driver and attentively identifies problems and makes suggestions. The two programmers collaborate in designing, coding and reviewing.

Computer programming is a compulsory aspect of the majority of undergraduate computing courses. However, teaching introductory programming to first year undergraduate computing students can be an extremely challenging task, particularly as many first year students have little or no experience of computer programming before commencing their degree course (Duncan, 2002; Gomes, Santos & Mendes, 2012). Indeed, the difficulty experienced when learning programming is often thought to be a contributing factor in the retention rates and levels of student engagement on undergraduate computing courses (Miliszewska & Tan, 2007). Programming has traditionally been thought of as a solitary activity and this view has been echoed throughout computing education (Cockburn & Williams, 2000; McDowell, Werner, Bullock, & Fernald, 2003). However, attempting to develop the required analytical and problem solving skills in order to learn to program is a very difficult task for first year undergraduates, and it is especially difficult when doing it alone (Somervell, 2012).

An alternative method of teaching programming is to enable two students to work collaboratively on a single computer on the same program or piece of code, a technique known as pair programming (Williams & Upchurch, 2001). The potential benefits of pair programming include increased productivity, knowledge transfer, learning and morale, and fewer defects (Freeman, Jaeger, & Brougham, 2004; Haungs, 2001).

2. BACKGROUND AND RELATED WORK

Robins, Rountree & Rountree (2003) have acknowledged that Programming is not a single skill, but rather a complex cognitive activity. The complex cognitive activity involved is when the student is required to simultaneously code and apply several higher order cognitive skills to solve a given particular problem. Various authors have discussed the capabilities and weaknesses that students may have. Students may lack the motivation to learn programming as they may be unable to create a mental model (Bruce-Lockhart & Norvell, 2007; Sorva, 2013) to understand the programs associated with the underlying system, or may be unable to visualise a clear model of program flow (Milne & Rowe, 2002). In addition to this, syntax and underlying semantics are required to develop programs. Other difficulties are related to the teaching methodology used to teach Introductory Programming. Due to high failure rates in programming courses, instructors face the additional challenge of adjusting their expectations to the students’ level of ability (Utting et al., 2013).

Traynor and Gibson (2004) agree that programming is best learned through practice and experience. Unfortunately, textbooks and lecture materials are often heavy on “declarative knowledge” – with emphasis on the features of programming languages on “how to use them” Therefore, this “declarative knowledge is not adequate for students to learn to write a program. In addition, the programming concepts originated from a purely mathematical discipline. Also, these programming concepts are underpinned by technical conceptual ideas of digital computing, which adds much more complexity to understand programming. While most courses in computing involve a practical component, the most suitable or reachable means of implementing this component remain arguable (Maguire & Maguire, 2013). Miliszewska and Tan
3. **EDUCATIONAL BENEFITS OF PAIR PROGRAMMING**

Several studies indicate that pair programming has reported educational benefits.

### 3.1 Academic Performance and Learning

Other studies have focused on the effect of implementation of pair programming on academic performance and learning. Some studies have reported higher assignment grades for pairs compared to solo programmers (Mendes, Al-Fakhri, & Luxton-Reilly, 2005), likelihood of course completion (McDowell et al., 2006) and higher pass rates (Chigona & Pollock, 2008; McDowell et al., 2006; Mendes, Al-Fakhri & Luxton-Reilly, 2006; Williams et al., 2002). In contrast, other studies showed that assignment grades for pairs were not significantly different from solo students (Zacharis, 2011). There were cases when students felt that they understood their programs better when they worked by themselves (Simon & Hanks, 2008). However, these research findings were not consistent. Faja (2014) indicated that students perceived paired programming beneficial in learning and enjoyment. Another study also observed that paired students were significantly more likely to remain in the course through to the final exam (McDowell, Werner, Bullock and Fernald, 2006). It was also acknowledged that paired students were 18% more likely to attempt their next course in programming. Salleh et al. (2011) concluded that the pair programming approach has consistently lead to improved grades and increased student satisfaction.

### 3.2 Quality and Productivity

In addition to academic performance and learning, previous research has focused on other potential benefits of pair programming such as program quality and productivity. Many studies showed that pair programming had improved the quality of the programs (Chigona and Pollock, 2008; Zacharis, 2011). However, previous research does not provide the same support for the impact on productivity. Zacharis (2011) and Salleh (2011) found that paired students were more productive than individual programmers and they completed tasks in a shorter amount of time.

A review of the literature on pair programming in computing education revealed other areas that have been of interest to educators and researchers. Several studies adopted different pair formation techniques such as pairs assigned randomly (Hahn, Mentz & Meyer, 2009), matching pairs based on academic performance (Choi et al., 2009; Zacharis, 2011), and pairs with slightly different levels (Lee & Ahlswede, 2007).

### 3.3 Retention

Studies have shown that pairing in introductory programming courses appears to have a positive effect on retention. A two-year study was conducted to investigate the impact on student retention in computer-related majors of pair-programming in CS (Carver et al., 2007). To measure retention, Carver et al., (2007) recorded the major of all students who were first-year enrolled in CS1, and later recorded the major of these students after a year. The results were positive showing that 41 of 48 students 85.4% who were in the pair programming section were still in computing majors a year later, whilst only 64.3% of those who worked alone in the CS1 during the study were still in the same majors.

Students who were paired in McDowell et al.’s study (2006) were much more likely to take a second programming course. Of the students who indicated that they intended to pursue a computing-related major when they were enrolled in CS1, and passed CS1 with a C grade or better, significantly more of those who paired, attempted the second programming course within 1 year (84.9% of paired students vs. 66.7% of solo students).
These students were also much more likely to persist in a computing-related major. For those students who indicated a desire to major in computer science when they took CS1, the paired students were significantly more likely to have declared a computing-related major 1 year later. Nagappa et al. (2003) observed that students were more productive, less frustrated and more motivated to advance. It was also noted that the students who were involved in PP were more active learners than those who used the then traditional approach.

There is a considerable volume of research which has proved the positives of peer learning (Boud & Lee, 2005; Jackson & Bruegmann, 2009; Hammond et al., 2010; Kepell et al., 2006; Menzies & Nelson, 2012; Staarman, Krol & Meijden, 2005; Topping, 2005; Willey & Gardner, 2010). As a result, there has been a gradual shift in the teaching paradigm from an ‘instructivist’ approach to a ‘social constructivist’ approach (Tan, Yeo & Lim, 2005). There were numerous explanations for high failure rates in programming courses. One of the main reasons was the approach taken to teach programming, with limited practical lab exercises. Hawi (2010) found that although failures in programming were related to many diverse factors, one of the key reasons was “inappropriate teaching methods” and another reason was lack of opportunity to practice. Moreover, computing was often viewed as an isolated task (Redmond, Evans & Sahmi, 2013) which had a negative impact on students’ perceptions and learning strategies.

In educational settings, there is notable evidence that pair programming has had a significant positive impact towards learning to program in introductory programming courses. Pair programming is also used in second-year courses, learning object-oriented programming and even at the graduate level.

4. STUDIES CONDUCTED IN NEW ZEALAND

Mendes, Al-Fakhri, and Luxton-Reilly (2005) from the University of Auckland concluded that the students in PP classes performed better on programming exercises than individuals. Likewise, a study conducted by Auckland University of Technology revealed that the quality of work done by pairs was either equal to or better than that of the individuals, despite having spent only half the amount of time on the task (Sadasivan, 2005). A similar study of Massey University students, acknowledged that there are benefits to pair programming, in particular improved software quality and therefore supporting the claims made by previous studies (Parsons, Ryu, & Lal, 2008). A study conducted by Weltec, confirmed that pair programming reduced students levels of anxiety during the programming classes, however little improvement was observed from their assessment marks (Jeon & Manueli, 2013; Jeon & Hunter, 2015). In summary, a number of previous studies have mainly been concerned with conducting experiments on the pair programming practices in Computer Science and IT (Level 4) courses to observe the benefits of the technique. The objective of this study was to explore students’ perceptions of the impact of pair programming and the influence of pair programming on student’s learning experience. This study was conducted with Level 5 Information Technology students in the IT5x84 programming course, an entry level programming paper offered to the first year students.

5. METHODOLOGY

The students of the IT5x84 Programming courses at Whitiereia Polytechnic in Auckland were invited to participate in the study. The IT5x84 paper introduced the students to fundamental programming skills over 13 weeks in a Trimester. In the 13 week course, students had to complete 7 lab exercises and 3 assignments. Out of 8 lab exercises, 4 exercises were equally divided to complete their tasks individually and 4 in pair programming. Likewise, out of 2 assignments, 1 assignment was completed individually and another assignment in pairs.

5.1 Procedure

The students of the IT5x84 Programming course at Whitiereia were typically assessed with 40% of the marks awarded based on the end of trimester written exam, 10% for weekly lab exercises and 50% for assignments (Assignment 1 and Assignment2). Assignment 1 had two milestones, Milestone 1 (10%) and Milestone 2 (20%). Assignment 1 Milestone 2 (Object Oriented Programming) was a PP assignment. Due to the complex nature of OOPs programming concepts for this part of the assignment the students were asked to work in pairs. Nearly 50% of the overall assignment was allocated to pair programming.

5.2 Pre-Intervention Phase (Individual Programming)

For the first 4 weeks in the trimester (pre-intervention phase) students were required to carry out weekly programming exercises individually. In these 4 weeks the lab exercises or even class tasks were carried out individually to understand the students’ self-efficacy at programming and confidence at writing a program to solve the problem. These individual exercises obviously enabled the tutor to understand the students’ capabilities and their self-efficiency.

5.3 Intervention Phase (Pair Programming)

From the 5th week onwards the students were paired to work on their tasks. The pair programming partners were selected according to skillset. The students were paired in a rotation fashion (Carver et al. 2007; Braught et al., 2011), therefore over the 13 weeks each student programmed with different partners. Each week the pairs were rotated to work on their lab exercises. However, the team selected to work on Assignment 1, Milestone 2 remained the same until they had completed their task. The reason the teams remained the same was to have a clear understanding and contribution to their assignment. If it was a rotating pair then there could have been an issue in managing their tasks and working towards completion of their assignment. The assignments were based on a given case study and the tasks are clearly mentioned with core-functionalities. Unlike weekly lab sheets work, the assignment took nearly 20 hours of work, therefore the student was set to have the same partner until the assignment was completed.

While focused on the benefits of PP the research did not leave out individual accountability, which was assessed through individual weekly lab exercises and tests. In addition to individual accountability, the students were required to individually respond to specific questions posed by the tutor at the end of lab sessions. If the students simply copied the code from their partner without understanding the purpose of the code, and were consequently not able to answer the question, then they lost the individual marks. The objective of PP was to combine both positive interdependence and individual accountability that would encourage students to understand the problem, explain the code to each other and foster a collaborative association. The goal was to ensure that the students were involved in a collaborative learning activity and acquired the skills the activity was intended to teach.

Based on the review of previous research, this study considered the effectiveness of pair programming as a teamwork activity: perceived confidence levels in quality of work completed in pairs, perceived productivity, perceived learning and enjoyment. Like any other team activity, one concern
educators have had about using pair programming was unequal participation of pair members. A suggestion was made to change partners throughout the semester as an approach to deal with “free-riders”. Social loafing is a well-known phenomenon in teamwork activities, which occurs when individuals working together in groups put less effort than when they work individually (Balijepally et al., 2009).

At the end of the intervention (ie end of Week 13) an online survey was posted to get feedback from students regarding their experience of pair programming. The students had to rate their experience on a 5 point Likert scale dealing with enjoyment, problem solving, code productivity and quality, error detection, team work, knowledge transfer and overall satisfaction.

6. RESULTS
A quantitative approach was utilized to analyse the results. The data was collected from trimester T1 2016 from 12 participants, T3 2016 from 11 participants and T2 2017 from 9 participants.

6.1 Enjoyment
Student enjoyment of pair programming was measured on a Likert Scale from 1 (Strongly Disagree) 2 (Disagree) 3 (Neutral) 4 (Agree) and 5 (Strongly Agree). The results showed that 42.85% of the students agreed that they enjoyed pair programming and 31.25% of the students strongly agreed (Figure 1). Therefore, the results suggested that the majority enjoyed pair programming.

6.2 Problem-Solving
The survey included a question on the perceived programming skills gained out of PP. The survey showed that 16% of respondents believed that pair programming enhanced problem-solving skills and 25% their solution design. 33% of respondents found their coding skills were enhanced and most of the respondents acknowledged a combination of all skillsets. 31.25% of students felt that it took the same amount of time to do the same amount of work than doing it alone and 31.25% of students felt it took a little less time compared to working alone. Almost nearly one-third of students felt it took somewhat more time.

6.3 Code Productivity and Quality
The survey also reported that 59% of students were pleased that the quality of the programs created in pairs was higher whereas 35% of students felt that the quality of the program remained the same. Another question was also included in this section for students to comment on the bugs found during their pair programming exercises. 45% of students found that the number of bugs was the same when they worked solo, however 35% of the students commented that they found fewer bugs during pair programming.

6.4 Error Detection
The study also found that 26% of students were almost always able to find the errors efficiently while 55% of students found that sometimes they were able to find errors efficiently. In terms of detecting other students errors 35% students were efficient (almost always) while 52% of students found that sometimes they were able to identify these (Figure 2).

6.5 Overall Satisfaction
The results highlighting the overall level of satisfaction with the peer programming technique indicated that 66% of respondents believed that pair programming enhanced their programming skills. Another question was included in this section for students to comment on the success of pair programming. Figure 3 shows that overall 78% of students agreed that pair programming was more successful than individual programming.

Students who paired stated that they would like to have pair programming as part of future information technology courses. Finally, overall 78% of students indicated that they would recommend pair programming to other students.

7. DISCUSSION
Results from T1 2016, T3 2016 and T2 2017 showed that PP increased the practical lab completion rate significantly for those students who initially showed the lowest confidence levels. This was especially the case for students whose
confidence levels improved between Week 5 and Week 11. These students earned higher final marks, and eventually gained a good grade.

It was apparently difficult to catch up if a student fell behind in the first four weeks of a Programming paper. This finding was supported by Carver et al., (2010) who demonstrated that failure in the earliest weeks can be a significant contributor to rates in a first-year programming course. It is important to identify students at risk and provide additional support. This is crucial for the students who did not gain confidence with programming at the earlier weeks. Student feedback on the use of PP was generally positive as it was helpful to discuss programming problems and solutions with their partners. It is evident from the findings of Wood, Parsons, Gasson & Haden (2013) that students need not wait for the instructors’ feedback as their partners feedback was prompt.

At times, students expressed concern about incompatible pairing, and the tutor had to intervene when required. Apart from minor shortcomings, positive experiences were had in the class that included shorter waiting times. During practical work time, the tutor moved around the room offering assistance and answering questions when students were not progressing. In the first few weeks of the programming course, when most students had very little knowledge of how to program, this was found to be a tough task for the tutor.

Previously, the key issue experienced by the students in the introductory programming course was the lack of engagement. One of the reasons identified for this was that some students failed the paper previously and were repeating it (Parsons, Ryu, & Lal, 2008). Another key factor also noticed was the lack of interest and fear from the previous trimester. For these students, the earliest weeks can seem pointless. The tutor noted, that when working with another student who they had prior experience they were much more engaged than in the previous trimester. Students seemed to be keener to work with students of a similar level, perhaps to share interesting approaches or to include additional functionalities to the given exercises. This eventually increased motivation among the repeaters and other students who enrolled in the paper.

The indications were that the use of the pair programming technique created a positive learning experience for students in this research group. The survey highlighted that the students enjoyed the experience of pair programming, delivered higher quality coding, and were able to understand more in relation to coding structures. This was evident and consistent with similar studies (Hammond et al., 2010; Willey & Gardner, 2010). As found in the literature, students felt they were able to efficiently identify and fix errors in a shorter time in a team than they would individually (Mendes at al., 2005; Sadasivan, 2005). In addition, the results showed that the majority of students thought their programming skills were enhanced by the pair programming technique, therefore this research was consistent with other research undertaken with students at the tertiary level (Hammond et al., 2010; Mendes at al., 2005; Parsons et al., 2008, Willey & Gardner, 2010).

8. CONCLUSION

As a discipline, IT is constantly changing therefore it is important to introduce students’ to new software development approaches in the classroom that connect with the industry. In addition, most modern organizations require individuals to work collaboratively in teams to perform tasks. Most of the previous studies on pair programming dealt with Computer Science students, and only a few studies used Information Systems students. There are important differences in the skills of the students in these two disciplines as well as programming requirements. The research showed several benefits of using pair programming in academic settings such as positive learning, greater confidence in work quality, higher problem solving skills, enhanced interaction skills, and improved team building skills. Definitely, PP is a bridge that leads from individual programming to team collaboration, which is a much-needed skillset needed for someone to work in an Agile environment.
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